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# Predicting Flight Delays

**By: Swapnali Mane & Hari Mathala**

All of us know how problematic it could be if we often encounter delays while flying across any destinations from any given location.

This project report will primarily focus on how much a flight will probably be delayed and why? This project will be a regression problem where we will try to predict the delay time in number of minutes (which can be negative).

The regression model will not be restricted to a single city, so we are going to be working with a very large number of training examples!

To complete this project, we need some data about flights. Fortunately, the government keeps such a resource available that we are going to examine in this project.

This post will be split into two major parts: exploratory data analysis and feature engineering in R, with regression model implementation in Python.

**Getting the Data**

For this project, the best place to get data about airlines is from the US Department of Transportation, [here](http://www.transtats.bts.gov/DL_SelectFields.asp?Table_ID=236). There are several options available for what data you can choose and which features. For this project, we chose the following features:

* Year
* Month
* DayofMonth
* DayofWeek
* UniqueCarrier
* OriginAirportID
* DestAirportID
* CRSDepTime (the local time the plane was scheduled to depart)
* CRSArrTime (the local time the plane was scheduled to arrive)
* ArrDelay (how early/late the plane was at its final destination in minutes: our target variable)
* Distance (how far did the plane travel for the route)
* CRSElapsedTime (the scheduled difference between departure and arrival)

We only included features that a user could enter at any time. In theory, you could predict your flight delay for 6 months from now with this model.

Because of that, we can’t include any time dependent features (such as, weather, which could have helped with this model’s accuracy).

As someone who has studied the weather for a very long time, trust me when I say the furthest out you can predict the weather at a specific location with any sort of accuracy is about a week. We can’t include daily max wind speeds, snowfall totals, etc. because there is no way of knowing that before you fly and the day has already ended!

Unfortunately, the way the Department of Transportation processes the downloading, you have to select which features you want and download them, but only for one month at a time (which is tedious and takes a while). Because of this, we have collated the data in one large file available on AWS (Amazon Web Services) S3. The data we chose is for a full year extending from November 2013 to October 2014. We have also included a lookup table for the Airports and Carriers that will become useful later.

Now that we understand the basics of the data, let’s get it loaded into R (**warning**: the collated file is about 350 MB).

%load\_ext rpy2.ipython

%%R

airportsDB <- read.csv('http://s3.amazonaws.com/jsw.dsprojects/AirlinePredictions/Airport\_Lookup.csv',

header = TRUE, stringsAsFactors = FALSE)

carriersDB <- read.csv('http://s3.amazonaws.com/jsw.dsprojects/AirlinePredictions/Carrier\_Lookup.csv',

header = TRUE, stringsAsFactors = FALSE)

flightsDB <- read.csv('http://s3.amazonaws.com/jsw.dsprojects/AirlinePredictions/CombinedFlights.csv',

header = TRUE, stringsAsFactors = FALSE)

Let’s take a look at what our flightsDB dataframe contains to make sure there weren’t any issues.

%%R

head(flightsDB)

X.1 YEAR MONTH DAY\_OF\_MONTH DAY\_OF\_WEEK UNIQUE\_CARRIER ORIGIN\_AIRPORT\_ID

1 1 2014 1 1 3 AA 12478

2 2 2014 1 2 4 AA 12478

3 3 2014 1 3 5 AA 12478

4 4 2014 1 4 6 AA 12478

5 5 2014 1 5 7 AA 12478

6 6 2014 1 6 1 AA 12478

DEST\_AIRPORT\_ID CRS\_DEP\_TIME CRS\_ARR\_TIME ARR\_DELAY CRS\_ELAPSED\_TIME DISTANCE

1 12892 900 1225 13 385 2475

2 12892 900 1225 1 385 2475

3 12892 900 1225 NA 385 2475

4 12892 900 1225 59 385 2475

5 12892 900 1225 110 385 2475

6 12892 900 1225 -8 385 2475

X

1 NA

2 NA

3 NA

4 NA

5 NA

6 NA

Looks like we can get rid of the first and last columns. We also don’t need the YEAR column either.

%%R

flightsDB <- subset(flightsDB, select = -c(X, YEAR, X.1))

It also appeared as if some of the ARR\_DELAY values are NA. We can’t predict on these, and we have plenty of training examples anyway, so let’s drop the rows where our target variable is missing. How many are missing?

%%R

summary(flightsDB$ARR\_DELAY)

Min. 1st Qu. Median Mean 3rd Qu. Max. NA's

-112.00 -11.00 -3.00 7.48 11.00 1983.00 150482

Well 150,000 missing rows does seem like a lot. How many flights are we dealing with?

%%R

dim(flightsDB)

[1] 5900609 11

We have 5.9 **MILLION** rows! Compared to that magnitude, 150,000 missing rows is a small percentage. There isn’t much we can do with these missing values, so we need to drop them. Let’s clean them out.

%%R

flightsDB <- na.omit(flightsDB)

Checking again just to make sure no other features have NA values . . .

%%R

summary(flightsDB)

MONTH DAY\_OF\_MONTH DAY\_OF\_WEEK UNIQUE\_CARRIER

Min. : 1.000 Min. : 1.00 Min. :1.000 Length:5750127

1st Qu.: 4.000 1st Qu.: 8.00 1st Qu.:2.000 Class :character

Median : 7.000 Median :16.00 Median :4.000 Mode :character

Mean : 6.624 Mean :15.74 Mean :3.938

3rd Qu.:10.000 3rd Qu.:23.00 3rd Qu.:6.000

Max. :12.000 Max. :31.00 Max. :7.000

ORIGIN\_AIRPORT\_ID DEST\_AIRPORT\_ID CRS\_DEP\_TIME CRS\_ARR\_TIME

Min. :10135 Min. :10135 Min. : 1 Min. : 1

1st Qu.:11292 1st Qu.:11292 1st Qu.: 925 1st Qu.:1119

Median :12889 Median :12889 Median :1320 Median :1520

Mean :12671 Mean :12672 Mean :1325 Mean :1499

3rd Qu.:13931 3rd Qu.:13931 3rd Qu.:1720 3rd Qu.:1910

Max. :16218 Max. :16218 Max. :2359 Max. :2359

ARR\_DELAY CRS\_ELAPSED\_TIME DISTANCE

Min. :-112.000 Min. : 15.0 Min. : 31

1st Qu.: -11.000 1st Qu.: 84.0 1st Qu.: 361

Median : -3.000 Median :116.0 Median : 626

Mean : 7.484 Mean :136.7 Mean : 797

3rd Qu.: 11.000 3rd Qu.:167.0 3rd Qu.:1024

Max. :1983.000 Max. :675.0 Max. :4983

Looks like we are okay for missing values. Now that we have loaded our data and cleaned it a little bit, let’s do some feature engineering.

**Creating a New Feature: Number of Days to Holiday**

It makes intuitive sense that airlines are probably going to be under stress near holidays, so this feature could probably be a decent predictor of a late flight.

First, we need all of the exact dates for holidays inside our range of flights (November 2013-October 2014). We had to look several of them up because they change every year (like Thanksgiving for example). Let’s create a list of holiday dates and convert them to the DATE type in R.

%%R

holidays <- c('2014-01-01', '2014-01-20', '2014-02-17', '2014-05-26',

'2014-07-04', '2014-09-01', '2014-10-13', '2013-11-11',

'2013-11-28', '2013-12-25') # Ten major holidays, including Memorial Day, Columbus Day, Labor Day, MLK Day

# Veteran's Day, New Year's, President's Day, Independence Day, Thanksgiving,

# and Christmas Day.

holidayDates <- as.Date(holidays)

To make things easier, let’s create a function to calculate the difference between each of our flight dates and the nearest holiday. We got rid of the YEAR feature earlier as we don’t need it for prediction or analysis, but we will need to include a provision for it in our function to find the exact number of days between any given date and a holiday.

%%R

DaysToHoliday <- function(month, day){ # Input a month and day from the flightsDB

# Get our year.

year <- 2014

if (month > 10){

year <- 2013

}

# Paste on a 2013 for November and December dates.

currDate <- as.Date(paste(year,month,day,sep = '-')) # Create a DATE object we can use to calculate the time difference

numDays <- as.numeric(min(abs(currDate-holidayDates))) # Now find the minimum difference between the date and our holidays

return(numDays) # We can vectorize this to automatically find the minimum closest

# holiday by subtracting all holidays at once

}

We **COULD** run this function on every one of our 5.9 million rows, but that would probably be quite slow. If were working on a cluster like in the Hortonworks example, you could probably get away with using Pig like they did to do it.

What would be a much faster and more creative way to solve this problem (since we are not using HDFS or a cluster here) is to create a lookup table that we can access instead. There are only 365 different days in the year, so we actually only need to run the function 365 times instead of 5.9 million. Then, save the results in a table we use later. Much better idea! This trick is often used in programming, and it is called [hashing](http://en.wikipedia.org/wiki/Hash_function) to speed up a program if a lot of the computation is redundant.

So, let’s create our own hash table to speed things up by quite a bit.

%%R

datesOfYear <- unique(flightsDB[,1:2]) # Get all of the dates through unique Month/Day combinations

datesOfYear$HDAYS <- mapply(DaysToHoliday, datesOfYear$MONTH, datesOfYear$DAY\_OF\_MONTH)

# Apply our function in a vectorized manner via one of R's many "apply" functions (in this case mapply)

# to each unique date and save

Let’s take a look at our hash table to see that it worked.

%%R

head(datesOfYear)

MONTH DAY\_OF\_MONTH HDAYS

1 1 1 0

2 1 2 1

4 1 4 3

5 1 5 4

6 1 6 5

7 1 7 6

Similar to before, we want to create a small function that we can then vectorize using mapply. Let’s create a function to read from our hash table.

%%R

InputDays <- function(month,day){

finalDays <- datesOfYear$HDAYS[datesOfYear$MONTH == month & datesOfYear$DAY\_OF\_MONTH == day] # Find which row to get

return(finalDays)

}

Now let’s run this much simpler lookup on all of our rows and generate the feature. If you are using this interactively, it will probably take 5-10 minutes, depending on your computer performance.

%%R

flightsDB$HDAYS <- mapply(InputDays, flightsDB$MONTH, flightsDB$DAY\_OF\_MONTH)

Let’s check our new feature quickly.

%%R

head(flightsDB)

MONTH DAY\_OF\_MONTH DAY\_OF\_WEEK UNIQUE\_CARRIER ORIGIN\_AIRPORT\_ID

1 1 1 3 AA 12478

2 1 2 4 AA 12478

4 1 4 6 AA 12478

5 1 5 7 AA 12478

6 1 6 1 AA 12478

7 1 7 2 AA 12478

DEST\_AIRPORT\_ID CRS\_DEP\_TIME CRS\_ARR\_TIME ARR\_DELAY CRS\_ELAPSED\_TIME DISTANCE

1 12892 900 1225 13 385 2475

2 12892 900 1225 1 385 2475

4 12892 900 1225 59 385 2475

5 12892 900 1225 110 385 2475

6 12892 900 1225 -8 385 2475

7 12892 900 1225 -13 385 2475

HDAYS

1 0

2 1

4 3

5 4

6 5

7 6

To make things a little simpler, let’s add two features that just bin the scheduled departure and arrival times by hour instead of to the nearest minute.

%%R

flightsDB$ARR\_HOUR <- trunc(flightsDB$CRS\_ARR\_TIME/100) # Cuts off the minutes, essentially.

flightsDB$DEP\_HOUR <- trunc(flightsDB$CRS\_DEP\_TIME/100)

Now that our feature engineering is finished, let’s do some EDA (exploratory data analysis).

**Exploratory Data Analysis**

For this section, we are going to use the more recent library [dplyr](http://cran.rstudio.com/web/packages/dplyr/vignettes/introduction.html), which comes from Dr. Hadley Wickham’s great collection of R libraries and was just released last year in early 2014 for the first time. It’s an upgrade from the older plyr in several ways. Using dplyr with ggplot2 makes this part of data science, at least in my opinion, even faster and easier than ever before.

Let’s load it in and create a couple of helper functions for our data exploration.

%%R

library(dplyr)

To make the data visualization truly interactive and easy to use, we will need some utility functions. The first function we will make is a function that will allow us to call a specific airport by city name. If you look at the dataframe shown earlier, all of the airports aren’t stored with their full name. Instead they use a unique ID that identifies the airport.

Remember that lookup table we downloaded at the very beginning? Now we need it. Let’s take a quick look at it.

%%R

head(airportsDB)

Code Description

1 10001 Afognak Lake, AK: Afognak Lake Airport

2 10003 Granite Mountain, AK: Bear Creek Mining Strip

3 10004 Lik, AK: Lik Mining Camp

4 10005 Little Squaw, AK: Little Squaw Airport

5 10006 Kizhuyak, AK: Kizhuyak Bay

6 10007 Klawock, AK: Klawock Seaplane Base

It would be nice if we could investigate the data regarding a specific route. However, knowing the code requires referencing this table. There are also many airports in each city, but most likely we are just going to want the code for the largest, most frequently traveled airport. For example, let’s look at a list of airports if we were to search the city of Chicago.

%%R

subset(airportsDB, grepl('Chicago', Description))

Code Description

943 10977 Chicago, IL: Meigs Field

952 10986 Chicago, IL: Chicago Metropolitan Area

1322 11376 Chicago, IL: Du Page County

1975 12055 Gary, IN: Gary/Chicago International

2216 12306 Chicago/Romeoville, IL: Lewis University

3099 13232 Chicago, IL: Chicago Midway International

3771 13930 Chicago, IL: Chicago O'Hare International

4152 14320 Chicago, IL: Chicago Executive

4296 14512 Rockford, IL: Chicago/Rockford International

See what I mean? If we search Chicago, most likely we are just going to want to look at O’Hare which is the largest airport in Chicago. We probably aren’t interested in Megis Field or Du Page County airport. So, let’s create a function that will figure out which airport we **meant** to look up by figuring out which airport comes up in the dataframe most frequently.

We will use two functions that will work together to do this (so we can use one of the “apply” functions from R). The first function will check each code entered and return the number of flights with this airport code.

%%R

MaxFlightsCode <- function(code){

# Calculates the most likely flights based on flight frequency.

codeFrame <- subset(flightsDB, ORIGIN\_AIRPORT\_ID == code)

numFlights <- dim(codeFrame)[1]

# Get the number of rows in this frame

return(numFlights)

}

Our second function will allow us to enter a city (or city/state) of our choosing. The function will then find the airports matching our city, figure out which of those airports has the greatest number of flights (via calling our MaxFlightsCode function) and applying it via sapply to all of the codes in a vectorized manner.

%%R

AirportCode <- function(city){

codes <- subset(airportsDB, grepl(city, Description))

# Find all of the airports matching the city we entered

codes$NumFlights <- sapply(codes$Code, MaxFlightsCode)

# Collect how many flights exist in the database starting at this airport

codes <- subset(codes, NumFlights == max(NumFlights))$Code

# Return our top airport

return(codes)

}

Let’s try it out on Chicago and see if we get O’Hare (which is code 13930 from the subset we looked at earlier).

%%R

AirportCode('Chicago')

[1] 13930

Now that we have this working, it should be a lot easier to find the airport codes we want. If you wanted a more specific airport (such as Midway), you could also type that and the function will figure it out.

Next, let’s set up one robust plotting function that will allow us to combine dplyr with ggplot2 to see bar charts that examine the average arrival delay time for any feature we wish (such as by month, carrier, day of week, etc.). To do that, we will need to create another pair of functions. The first is an automated dplyr function that will group our mean delay time based on any feature we specify.

%%R

GrouperFunc <- function(df, ...) df %>% regroup(list(...))

Now we need to load in ggplot2 (since it hasn’t been loaded yet).

%%R

library(ggplot2)

Finally, we will create our plotting function that will automatically make a bar chart showing us the mean delay time for any route based on any of our features! It’s just one function, but it will be very versatile. To use it, we will be inputting the departure and arrival cities, along with which feature we want to examine. After finding the airport codes via the helper functions we made earlier, dplyr will group the data into means based on a feature of our choosing. Then, a nice ggplot2 bar chart will be displayed.

%%R

AirPlot <- function(departure, arrival, groupon){

# Departure and arrival can be cities that are being entered.

departCode <- AirportCode(departure)

arriveCode <- AirportCode(arrival) # Call our earlier AirportCode function to get the airport ID

tempDB <- subset(flightsDB, ORIGIN\_AIRPORT\_ID == departCode & DEST\_AIRPORT\_ID == arriveCode) # Only get flights for our

grouped <- GrouperFunc(tempDB, groupon) # flight path

# Use our GrouperFunc to have dplyr group our data into categories

summaryDF <- summarize(grouped, mean = mean(ARR\_DELAY)) # Call summarize from our grouped data frame

# Now that the data is in a good format, create the ggplot bar chart

finalBarPlot <- ggplot(summaryDF, aes\_string(x=groupon, y='mean')) +

geom\_bar(color="black", width = 0.2, stat = 'identity') +

guides(fill=FALSE)+

xlab(groupon) +

ylab('Average Delay (minutes)')+

ggtitle((paste('Flights from', departure, 'to', arrival)))

return(finalBarPlot)

}

We can now finally examine the data in a very streamlined fashion. As an example, let’s say I wanted to see which carriers were the most on time for flights from Dallas to Chicago (a route I’ve gone on many times!)

%%R

AirPlot('Dallas', 'Chicago', 'UNIQUE\_CARRIER')
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There are only four carriers that seem to offer direct flights from Dallas to Chicago in the database. Unfortunately, the dataframe has each carrier listed with a two letter code. We can look up these codes quickly from the carriersDB object we loaded at the beginning (using some regular expression magic). The ^ (caret) means look for matching patterns that start with this, whereas the dollar sign means ending. To get an exact grep match, we enclose our strings inside ‘^$’.

%%R

subset(carriersDB, grepl('^AA$|^OO$|^UA$|^YV$', Code))

Code Description

149 AA American Airlines Inc.

1019 OO SkyWest Airlines Inc.

1381 UA United Air Lines Inc.

1558 YV Mesa Airlines Inc.

Mesa Airlines is a smaller airline, so it probably is easier for them to keep their flights on time. Looks like SkyWest is the carrier to avoid if you want to be on time!

What if we wanted to see which month is the best to fly in? Let’s look at that next.

%%R

AirPlot('Dallas', 'Chicago', 'MONTH')
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June seems to be the worst month for this route. If you combine increased summer vacation travel and thunderstorms over north Texas, this makes sense. The best month seems to be November, which is surprising a bit given Thanksgiving occurs here. Do we get the same results if the flight starts in Chicago instead?
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AirPlot('Chicago', 'Dallas', 'MONTH')
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Well, June just seems to be a bad month for both cities. However, notice that winter weather is causing more of a problem in Chicago than in Dallas.

Now that we have some information on the monthly variability, let’s look at which day of the week is the best to fly. Let’s try a new route, such as Boston to Atlanta.

%%R

AirPlot('Boston', 'Atlanta', 'DAY\_OF\_WEEK')

![png](data:image/png;base64,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)

Note that the day of week starts on Monday (so Monday = 1, Tuesday = 2, etc.). We can see that Saturday and Sunday are the best days to fly if you want to be on time, with Thursday having the most problems.

Next, let’s look to see if having a flight closer to a holiday causes late arrivals for our Boston to Atlanta route.

%%R

AirPlot('Boston', 'Atlanta', 'HDAYS')
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There didn’t seem to be much of a clear pattern here. It is possible this feature is a good predictor for only some flights but not others. Perhaps looking at the departure hour will give a stronger signal.
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It does look like the delay increases after 4 pm departures (converting from the 16th hour). Interesting that flights leaving for Atlanta after 8 pm seemed to be very early!

Is the pattern for arrival hour about the same?
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![png](data:image/png;base64,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)

The scheduled arrival hour seems to be a better predictive feature than departure hour for this route. With a few minor exceptions, flights arrive increasingly late the further along in the day the flight is scheduled to arrive.

Feel free if you have an interactive version to obtain the statistics for your most common flight and play around! Remember, however, that these statistics are for direct flights. For example, trying New York City to Los Angeles doesn’t return any flights in the database. Most likely, the plane will be connecting somewhere, like Dallas, in between.

Now that we have interacted with the data and explored it some, it is time to export a copy to Python before we end our time in R. To make a machine learing algorithm in scikit-learn, all of the data has to be numeric. Our short carrier abbreviation from the original data won’t work. Instead, we need to transform all of the carriers into numeric levels. We can add this as a new feature to the dataframe. This is easy to do with just one line of R.

%%R

flightsDB$CARRIER\_CODE <- as.numeric(as.factor(flightsDB$UNIQUE\_CARRIER))

Let’s examine the frame one last time to see if it is ready.

%%R

head(flightsDB)

MONTH DAY\_OF\_MONTH DAY\_OF\_WEEK UNIQUE\_CARRIER ORIGIN\_AIRPORT\_ID

1 1 1 3 AA 12478

2 1 2 4 AA 12478

4 1 4 6 AA 12478

5 1 5 7 AA 12478

6 1 6 1 AA 12478

7 1 7 2 AA 12478

DEST\_AIRPORT\_ID CRS\_DEP\_TIME CRS\_ARR\_TIME ARR\_DELAY CRS\_ELAPSED\_TIME DISTANCE

1 12892 900 1225 13 385 2475

2 12892 900 1225 1 385 2475

4 12892 900 1225 59 385 2475

5 12892 900 1225 110 385 2475

6 12892 900 1225 -8 385 2475

7 12892 900 1225 -13 385 2475

HDAYS ARR\_HOUR DEP\_HOUR CARRIER\_CODE

1 0 12 9 2

2 1 12 9 2

4 3 12 9 2

5 4 12 9 2

6 5 12 9 2

7 6 12 9 2

We will need to drop the CRS\_DEP\_TIME/CRS\_ARR\_TIME features, as these times are too precise. We can use our binned times as categorical levels instead. Then, save it to a .csv that Python can read via pandas.

%%R

numericDB <- select(flightsDB, -c(CRS\_DEP\_TIME, CRS\_ARR\_TIME))

write.csv(numericDB, 'FinalFlightsNumeric.csv')

We are now finished with R. In the next part of the post, we will create an algorithm that will predict how late (or early) our flight will be using Python.

**Part 2: Regression Model to Predict Flight Delays**

Now that we have explored the data some, let’s create our regression model to predict how late a flight is going to be. First, load two datasets: the airport text file that has the codes for each of the airports and the numeric dataset we just created in R.

**WARNING**: Make sure you have at least **4 GB** of memory available or your computer might have some problems with this if you are interacting with the IPython Notebook. This is not a trivial number of training examples! I would also recommend restarting the kernel and running the cells in Part 2 only to free up some memory.

If you want to try following along, you could get away with randomly sampling a smaller subset of the data, but your model performance may be different given missing training examples for certain flights.

import pandas as pd

airport\_lookupDF = pd.read\_csv('https://s3.amazonaws.com/jsw.dsprojects/AirlinePredictions/Airport\_Lookup.csv',

header = 0) # Airport codes

trainDF = pd.read\_csv('FinalFlightsNumeric.csv', header = 0) # Data from R

Examining our imported data from R just to check everything is alright . . .

trainDF.head()

|  | **Unnamed: 0** | **MONTH** | **DAY\_OF\_MONTH** | **DAY\_OF\_WEEK** | **UNIQUE\_CARRIER** | **ORIGIN\_AIRPORT\_ID** | **DEST\_AIRPORT\_ID** | **ARR\_DELAY** | **CRS\_ELAPSED\_TIME** | **DISTANCE** | **HDAYS** | **ARR\_HOUR** | **DEP\_HOUR** | **CARRIER\_CODE** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 1 | 1 | 1 | 3 | AA | 12478 | 12892 | 13 | 385 | 2475 | 0 | 12 | 9 | 2 |
| **1** | 2 | 1 | 2 | 4 | AA | 12478 | 12892 | 1 | 385 | 2475 | 1 | 12 | 9 | 2 |
| **2** | 4 | 1 | 4 | 6 | AA | 12478 | 12892 | 59 | 385 | 2475 | 3 | 12 | 9 | 2 |
| **3** | 5 | 1 | 5 | 7 | AA | 12478 | 12892 | 110 | 385 | 2475 | 4 | 12 | 9 | 2 |
| **4** | 6 | 1 | 6 | 1 | AA | 12478 | 12892 | -8 | 385 | 2475 | 5 | 12 | 9 | 2 |

We have an extra column from the DAY\_OF\_MONTH that R must have copied somehow. Let’s drop this first column.

trainDF.drop(trainDF.columns[0], axis = 1, inplace = True)

Let’s also create a lookup table we will use later that includes the carrier names along with the factor levels we assigned them in R earlier.

carrierDF = trainDF[['UNIQUE\_CARRIER', 'CARRIER\_CODE']].drop\_duplicates() # Only get unique examples

We can see that our airlines now have unique levels by examining our new dataframe.

carrierDF.head()

|  | **UNIQUE\_CARRIER** | **CARRIER\_CODE** |
| --- | --- | --- |
| **0** | AA | 2 |
| **40359** | AS | 3 |
| **51793** | B6 | 4 |
| **67462** | DL | 5 |
| **123313** | EV | 6 |

Because we want our training data to be entirely numerical, we should now drop the UNIQUE\_CARRIER feature from trainDF.

trainDF.drop('UNIQUE\_CARRIER', axis = 1, inplace = True)

Similar to what we did in R, let’s also create our HDAYS hash table. This time it has already been calculated. We just need the unique entries in the dataframe.

hdaysDF = trainDF[['MONTH', 'DAY\_OF\_MONTH', 'HDAYS']].drop\_duplicates()

Now, what kind of model would be appropriate given our large dataset?

Using a tree-based method with this large number of training examples (nearly 6 million!) would be computationally infeasible. We will also need sparse matrices for our features after one-hot encoding (which trees in scikit-learn can’t use yet anyway) so we need to rely on a regression model that scales more easily and is better suited for [online learning](http://en.wikipedia.org/wiki/Online_machine_learning): ridge regression. Because of this, we will need to preprocess our data to have one-hot encoding of categorical features and feature scaling of numerical features. This is similar to what we did in the faculty salaries project.

First, let’s separate our features into categorical/numerical categories to make processing simpler.

scalingDF = trainDF[['DISTANCE', 'HDAYS']].astype('float') # Numerical features

categDF = trainDF[['MONTH', 'DAY\_OF\_MONTH', 'ORIGIN\_AIRPORT\_ID',

'DEST\_AIRPORT\_ID', 'ARR\_HOUR', 'DEP\_HOUR',

'CARRIER\_CODE', 'DAY\_OF\_WEEK']] # Categorical features

Now do the one hot encoding for the categorical variables. We need to keep our array sparse because of how large it is (otherwise it would take up way too much memory!)

from sklearn.preprocessing import OneHotEncoder

encoder = OneHotEncoder() # Create encoder object

categDF\_encoded = encoder.fit\_transform(categDF) # Can't convert this to dense array: too large!

Looking at the type of our encoded array:

type(categDF\_encoded)

scipy.sparse.csr.csr\_matrix

We can see it is a sparse array. If we are going to combine our features back together, we need to also make our numerical array sparse. Let’s convert the numerical array to sparse now.

from scipy import sparse # Need this to create a sparse array

scalingDF\_sparse = sparse.csr\_matrix(scalingDF)

Now we need to combine our features together to make our feature matrix.

x\_final = sparse.hstack((scalingDF\_sparse, categDF\_encoded))

Let’s also get our target values, which are the delay time.

y\_final = trainDF['ARR\_DELAY'].values

Finally, we need to split into test/train samples so we can see how well our regressor is doing.

from sklearn.cross\_validation import train\_test\_split

x\_train, x\_test, y\_train, y\_test = train\_test\_split(x\_final,y\_final,test\_size = 0.2,random\_state = 0) # Do 80/20 split

Now that we have split our samples into train/test, we still need to scale the numerical features. However, we must also be careful that the information used to scale the features is not the entire set: just the training set separately. Otherwise we would be “cheating” by obtaining information from the testing set that will influence the mean and standard deviation.

First, convert our train/test data to a dense array so that we can use the StandardScaler() from scikit-learn.

x\_train\_numerical = x\_train[:, 0:2].toarray() # We only want the first two features which are the numerical ones.

x\_test\_numerical = x\_test[:, 0:2].toarray()

Now do our scaling and convert our numerical data back to sparse after we are finished. Notice that the scaler is only fit on the training data and not the entire dataset.

from sklearn.preprocessing import StandardScaler

scaler = StandardScaler() # create scaler object

scaler.fit(x\_train\_numerical) # fit with the training data ONLY

x\_train\_numerical = sparse.csr\_matrix(scaler.transform(x\_train\_numerical)) # Transform the data and convert to sparse

x\_test\_numerical = sparse.csr\_matrix(scaler.transform(x\_test\_numerical))

Finally, replace the first two columns of our x\_train/test sets with the new scaled values. The warning isn’t important.

x\_train[:, 0:2] = x\_train\_numerical

x\_test[:, 0:2] = x\_test\_numerical

/usr/local/lib/python2.7/dist-packages/scipy/sparse/compressed.py:730: SparseEfficiencyWarning: Changing the sparsity structure of a csr\_matrix is expensive. lil\_matrix is more efficient.

SparseEfficiencyWarning)

Now that we have our training/test sets ready, scaled, and one-hot encoded, we can start training our regression model.

**Training the Model**

As mentioned earlier, we need a regression model that can scale to nearly 6 million training examples. Scikit-learn has just the model for us in this kind of situation: [the SGD (or Stochastic Gradient Descent) regressor](http://scikit-learn.org/stable/modules/generated/sklearn.linear_model.SGDRegressor.html). It can accept sparse matrices and is recommended for greater than 10,000 training examples.

Essentially, the model is updating the weights of a ridge regression model (if we use L2 regularization) by inputting one training example at a time instead of all of them in a single batch. This greatly reduces the amount of memory you need when running the model and works well for models that constantly need updates (such as streaming data).

Let’s try some cross-validation to see which alpha parameter is the best given the suggestions on scikit-learn. We will use GridSearch to do this for us.

from sklearn.linear\_model import SGDRegressor

from sklearn.grid\_search import GridSearchCV

import numpy as np

SGD\_params = {'alpha': 10.0\*\*-np.arange(1,7)} # Suggested range we try

SGD\_model = GridSearchCV(SGDRegressor(random\_state = 0), SGD\_params, scoring = 'mean\_absolute\_error', cv = 5) # Use 5-fold CV

SGD\_model.fit(x\_train, y\_train) # Fit the model

GridSearchCV(cv=5,estimator=SGDRegressor(alpha=0.0001, epsilon=0.1, eta0=0.01, fit\_intercept=True,

l1\_ratio=0.15, learning\_rate='invscaling', loss='squared\_loss',

n\_iter=5, penalty='l2', power\_t=0.25, random\_state=0, shuffle=False,

verbose=0, warm\_start=False),

fit\_params={}, iid=True, loss\_func=None, n\_jobs=1,

param\_grid={'alpha': array([ 1.00000e-01, 1.00000e-02, 1.00000e-03, 1.00000e-04,

1.00000e-05, 1.00000e-06])},

pre\_dispatch='2\*n\_jobs', refit=True, score\_func=None,

scoring='mean\_absolute\_error', verbose=0)

Now let’s see how it does on our test set.

from sklearn.metrics import mean\_absolute\_error

y\_true, y\_pred = y\_test, SGD\_model.predict(x\_test) # Predict on our test set

print 'Mean absolute error of SGD regression was:'

print(mean\_absolute\_error(y\_true, y\_pred))

Mean absolute error of SGD regression was:

21.4465811351

Well, a mean absolute error of 21 minutes isn’t wonderful performance, but it may be the best we can do given the limitations of our data. There are ways this error could be improved (training separate models for each different route perhaps?) or including even more data from other years may help. A lot of the delays depend on factors outside of our feature set (such as weather) that our model may not be picking up on well enough, and adding these as features could be beneficial (if they won’t cause a data leak, which can be difficult).

However, it at least will allow us to get a rough idea of how late our flight will be. Let’s start implementing this model so we can use it to predict a flight’s delay.

**Function Implementation**

Now that we have our regression model trained and ready, it’s time to design a function that utilizes it.

The function will allow the user to enter all of the information about their flight and return the predicted delay time in minutes. The inputs will be:

* Origin Airport
* Destination Airport
* Carrier
* Scheduled Departure Hour
* Scheduled Arrival Hour
* Month
* Day
* Day of Week

None of these inputs are data leakage, as the user will know this information well in advance of their flight. That way, the regression model can be used at any point in time.

First, similar to the R program in the first part of the post, we will need a function that can automatically find the airport codes for our origin and destination airports. The function will take the codes found in our feature set corresponding to a particular city and calculate which airport has the largest number of flights. Let’s create that first.

def max\_num\_flights(codes):

'''

This is a function for the delay prediction function to use for calculating the number of

flights in the database for a given city.

Inputs: list of codes retrived in the delay\_prediction function

Output: The code with the largest number of flights.

'''

num\_store = np.zeros(len(codes)) # Store all possible airport codes

if len(codes) < 1:

print('Try entering your city/airport again. No matching airports found.') # In case the aiport didn't show up

return # in the data

for i in xrange(len(codes)):

num\_flights = trainDF.MONTH[trainDF.ORIGIN\_AIRPORT\_ID == codes[i]].count() # Count number of rows in data for each

num\_store[i] = num\_flights # airport code

# Now find the maximum row

max\_ind = int(np.where(num\_store == max(num\_store))[0])

# Now we know which code had the most flights. Return it.

return(codes[max\_ind])

Finally, we can make our prediction function. It will need to transform the function inputs into a feature vector that our trained SGD regressor model can predict with. That means all of the inputs will need to have feature scaling and one-hot encoding applied to them as well so that the model works correctly.

def delay\_prediction(origin = 'Fort Worth', destination = 'Chicago', carrier = 'American',dept\_time = 17, arr\_time = 19, month = 5, day = 15, weekday = 'Wednesday'):

'''

This function allows you to input all of your flight information (no leaks!) and

the function will return how late your flight will arrive based on the output from the

SGD Regressor.

Inputs:

Origin (enter this as a city, state combo, or include the airport name (such as Bushor Hobby). This will automatically calculate which airport you meant.

Destination (same as Origin, entered as a string)

Carrier (which Airline, use a string to represent the name (such as 'American' or 'United')

Departing Hour scheduled (just the hour of departure, based on a 24 hour cycle. This means

noon would be 12, and midnight would be 0.)

Arriving Hour scheduled (same format as departing)

Month (the month the flight is scheduled for)

Day (the day of the month the flight is scheduled for)

Weekday (Enter as a capitalized word, such as 'Monday')

Available Carriers:

AirTran

Alaska

American

Delta

Endeavor

Envoy

ExpressJet

Frontier

Hawaiian

JetBlue

Mesa

SkyWest

Southwest

United

US Airways

Virgin

Outputs: Estimated delay for the arrival (in minutes, can be negative if the flight is expected to arrive early)

'''

# Create a dict for our Airlines. Based on the carrierDF.

carrier\_dict = {'Endeavor':1, 'American':2, 'Alaska':3, 'JetBlue':4, 'Delta':5,

'ExpressJet':6, 'Frontier':7, 'AirTran':8, 'Hawaiian':9, 'Envoy':10,

'SkyWest':11, 'United':12, 'US Airways':13, 'Virgin':14,

'Southwest':15, 'Mesa':16}

# Another for day of the week

weekday\_dict = {'Monday':1, 'Tuesday':2, 'Wednesday':3, 'Thursday':4,

'Friday':5, 'Saturday':6, 'Sunday':7}

# Now find the corresponding airport codes for our origin and destination.

origin\_codes = list(airport\_lookupDF[airport\_lookupDF.Description.str.contains(origin)].Code)

destination\_codes = list(airport\_lookupDF[airport\_lookupDF.Description.str.contains(destination)].Code)

# From these codes found in the lookup table, see which one had the largest number of flights.

origin\_code = max\_num\_flights(origin\_codes)

destination\_code = max\_num\_flights(destination\_codes)

# Now that we have these codes, we can look up the other parameters necessary.

# Start with looking up HDAYS.

hdays = np.array(float(hdaysDF[(hdaysDF.MONTH == month) & (hdaysDF.DAY\_OF\_MONTH == day)].HDAYS))

# Now find the distance between the two airports. Add a try/except to catch any problems.

try:

distance = np.array(float(trainDF[(trainDF.ORIGIN\_AIRPORT\_ID == origin\_code) &

(trainDF.DEST\_AIRPORT\_ID == destination\_code)].DISTANCE.drop\_duplicates()))

except:

print 'Route was not found in the data. Please try a different nearby city or a new route.'

return

carrier\_num = carrier\_dict[carrier]

weekday\_num = weekday\_dict[weekday]

# Now that we have all of our values, we can start combining them together.

# First, create our numeric array of distance and hdays.

numerical\_values = np.c\_[distance, hdays]

# Scale the features

numerical\_values\_scaled = scaler.transform(numerical\_values)

# Now create our array of categorical values.

categorical\_values = np.zeros(8)

categorical\_values[0] = int(month)

categorical\_values[1] = int(day)

categorical\_values[2] = int(origin\_code)

categorical\_values[3] = int(destination\_code)

categorical\_values[4] = int(arr\_time)

categorical\_values[5] = int(dept\_time)

categorical\_values[6] = int(carrier\_num)

categorical\_values[7] = int(weekday\_num)

# Apply the one-hot encoding to these.

categorical\_values\_encoded = encoder.transform([categorical\_values]).toarray()

# Combine these into the final test example that goes into the model

final\_test\_example = np.c\_[numerical\_values\_scaled, categorical\_values\_encoded]

# Now predict this with the model

pred\_delay = SGD\_model.predict(final\_test\_example)

print 'Your predicted delay is', int(pred\_delay[0]), 'minutes.'

return # End of function

Now that we have our function, let’s try it out!

Suppose we wanted to take a Spring Break trip from Washington, DC to Miami on United and were curious as to whether our flight was likely going to be delayed. What does our model predict will happen?

delay\_prediction(origin = 'Washington, DC', destination = 'Miami, FL',

carrier = 'United', dept\_time = 17, arr\_time = 21,

month = 3, day = 19, weekday = 'Thursday')

Your predicted delay is 5 minutes.

That looks like it will be close to on time!

What if, however, we are traveling in the winter from Chicago to Dallas? A delay may be more likely.

delay\_prediction(origin = 'Dallas', destination = 'Chicago',

carrier = 'American', dept\_time = 17, arr\_time = 20,

month = 1, day = 28, weekday = 'Wednesday')

Your predicted delay is 23 minutes.

What if we decided to take an earlier flight to cut down the delay time a bit. Does that work?

delay\_prediction(origin = 'Dallas', destination = 'Chicago',

carrier = 'American', dept\_time = 10, arr\_time = 13,

month = 1, day = 28, weekday = 'Wednesday')

Your predicted delay is 16 minutes.

It did seem to help some, yes!

**Ideas for Improvement and Summary**

In this report, we took data from the Department of Transportation regarding flight on-time performance. We did some feature engineering and made functions in R that allowed us to easily explore the data. Then, we prepared our data for a SGD Regressor model via feature scaling/one-hot encoding and made a function that could predict how late our flight was going to be. This project was a bit more difficult because the dataset was much larger, so we had to consider model solutions that would be computationally feasible.

Possible ideas for improvement:

* Allow integration of weather forecast data into the model but only if the user was a few days away from the flight’s departure
* Try creating separate models for each flight path to see if that improves the accuracy of our prediction
* Make the delay\_prediction function more robust with fewer potential bugs. There are certain edge cases that could cause issues, such as an airline input into the function not being at the airport in question (Southwest, for example, tends to fly at smaller airports only)
* The HDAYS variable will need to be updated for each year used, as some holidays are not on the same date every year. In the program’s current form, it only looks at holidays for the date range we originally had from data source.